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Abstract 

The software testing process plays an important role in improving the quality of the software product. The 

product or program which is free from errors greatly contributes to assuring the quality of the software. An 

oracle in software testing is a person (tester) who performs the testing process. The oracle problem is the 

difficulty of determining the expected outcomes of selected test cases. A tester (oracle) may not always be 

available, or might be available but the process is too expensive and difficult to apply. The research presented in 

this paper proposes an approach for reducing the effect of the oracle problem during testing software and hence 

enhancing the quality of testing. Metamorphic Testing (MT) approach has been introduced and applied to 

generate a follow-up test case for multiple executions of program under test and verify the result automatically.  

An experimental method has been used to explain the mechanism of work for (MT). JUNIT tool which supports 

MT has been used to apply selected case studies (trigonometric function, geometric shapes classification, 

booking web service). The obtained results showed a good enhancement in the testing process. The importance 

of this research lies in overcoming oracle problem or alleviates it and thus, the research contributes to 

knowledge the domain by guiding researchers to use the metamorphic method because of its great advantages, 

as well as evaluating the effect of metamorphic method through empirical studies. 

Keywords: Software Quality; Metamorphic Testing Technique. 

1. Introduction 

Software testing is a mainstream approach to software quality assurance and verification. Metamorphic testing is 

an approach to both test case generation and test result verification [1]. A metamorphic testing method has been 

proposed to test programs without the involvement of an oracle.  
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It employs properties of the target function, known as metamorphic relations, to generate follow-up test cases 

and verify the outputs automatically. An “oracle” in software testing is a procedure by which testers can decide 

whether the output of the program under testing is correct. In some situations, however, the oracle is not 

available or too difficult to apply. This is known as the “oracle problem”. In other situations, the oracle is often 

the human tester who checks the testing result manually. The manual prediction and verification of program 

output greatly decreases the efficiency and increases the cost of testing [2]. 

2. Background and Related Work 

Let p be a program implementing a specification f. Let D represent the input domain. Usually, it is impossible to 

do exhaustive testing to check whether p(t) = f(t) ∀t ∈ D. As a result, a great amount of research in the literature 

of software testing has been devoted to the development of test case selection strategies, aiming at selecting 

those test cases that have a higher chance of detecting a failure. Let T = {t1, t2, . . . , tn} ⊂ D be the set of test 

cases generated according to some test case selection strategy, where n ≥ 1. Running the program on these test 

cases, the tester will check the outputs p(t1), p(t2), . . . , p(tn) against the expected results f(t1), f(t2), . . . , f(tn), 

respectively. If it is found that p(ti) = f(ti) for some i, where 1 ≤ i ≤ n, then we say a “failure” is revealed and ti is 

a failure-causing input. Otherwise ti is a successful test case. The procedure through which the tester can decide 

whether p(ti) = f(ti) is called an oracle. For instance, let f(x, y) = x×y, the test case ti be {x = 3.2, y = 4.5}, and 

p(ti) = 14.4. The tester can verify this output either by manually calculating the product of 3.2×4.5 or using the 

inverse function to check whether 14.4/4.5 = 3.2, where the inverse can be done either manually or using a 

correct division program if available [3]. 

Software quality assessments is divided into two categories, the first one is static analysis it examines the code 

and reasons over all behaviors that might arise during run time[4]. The second is dynamic analysis which means 

actual program execution to expose possible program failure. Figure 1 explains static and dynamic test in V-

Model. 

 

Figure 1: Static and Dynamic Test in V-Model [5]. 

Metamorphic testing has been suggested by Chen and his colleagues [6] as a way of testing applications that do 

not have test oracles ensuring that the software under test exhibits its expected metamorphic properties. 
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 MT has been developed to alleviate the oracle problem. Instead of focusing on the correctness of each 

individual output, MT checks the program against selected metamorphic relations (MRs). MR is a necessary 

property of the target function, and is a relation that involves multiple executions of the target function. MRs is 

identified based on knowledge of the problem domain, such as known properties of the target function/system or 

knowledge about the algorithms to be implemented. Each metamorphic test involves two or more executions of 

the program under test [7]. In this part of the research, summarization of related works should be provided in 

Table 1. Accordingly, some properties and advantages of this research will be discussed in compare with the 

following related works to explain the goodness of the current work. 

Table 1: Summarization of Using Metamorphic Approach to Solve Oracle Problems. 

References Oracle problem Solution Metamorphic 

testing 

J. Chen and his colleagues [8] Yes Yes Yes 

S. K. Yong  [9] Yes Yes Yes 

Z. Q. Zhou and his colleagues [10] Yes Alleviated Yes 

W. K. Chan and his colleagues [11] Yes Alleviated Yes 

C. Aruna and R. S. R. Prasad [12] Yes Yes Yes 

S. Segura [13] Test case generation Survey paper Yes 

Murphy, G. Kaiser, and L. Hu [14] Yes Yes Yes 

In [15] and F. Kuo  and his colleagues 

[16] 

Yes Yes Yes 

W. K. Chan and his colleagues [17] Yes Yes Yes 

L. Xu, and his colleagues [18] Test case generation Yes Yes 

A. Goffi [19] Yes Yes Yes 

L. Xu  and D. Towey, and his 

colleagues [20] 

Yes Yes Yes 

D. Peters and D. L. Parnas [21] Test case generation Yes Yes 

J. Ding, and his colleagues [22] Yes Yes Yes 

3. The Proposed Method 

For ease of presentation, unless stated otherwise, we assume that each metamorphic test involves only two 

executions; the first execution, which is called the source execution, with its input called the source test case; 

and the next execution, called the follow-up execution with its input called the follow-up test case. If the 

outcomes of a source and its follow-up executions are found to violate an MR, the software under test must 

contain a fault. Figure 2 explains relationships between several metamorphic testing conceptions. 

 

Figure 2: Relationships between Several Metamorphic Testing Conceptions. 
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For each case study, metamorphic file has been created (java file) to be passed to JUNIT tool for testing. Each 

test case should be either passed or failed. 

3.1 Description (The Steps) 

This section explored the steps of proposed method in details and how the proposed method enables the 

software developers (testers) to confirm the correctness of (MT). 

3.1.1 Step One: Metamorphic Relation Identification 

In order to identifying metamorphic relation for software under test, there is the need for user specification. So 

metamorphic relation includes test suit inputs and their corresponding outputs. 

3.1.2 Step Two: Test Cases Generation 

The test case is divided into two types, source test cases which are generated using traditional test case selection 

strategies and follow-up test cases it is constructed from the source test cases according to the metamorphic 

relations. 

3.1.3 Step Three: Test Case Execution 

Both source and follow-up test cases are applied to the software under test to know if test pass or fail. 

3.1.4 Step Four: Outputs Verification 

The test case outputs are checked against the relevant metamorphic relations to confirm whether the relations 

are satisfied, or have been violated. Therefor if expected outputs equal to actual value the test is pass otherwise 

the test fail. 

3.2 Implementation (3 Case Studies) 

This section explored in details how to implement proposed method steps on 3 case studies to know the 

effectiveness of (MT). 

3.2.1 Trigonometric Function 

In order to find the value of the function sin (x), array created to store elements which generated randomly. 

These elements passed to the function as inputs to get the outputs each time and the validation of those outputs 

through the mechanism of the metamorphic testing method, and this method does not deal with the single 

execution but with the multiple execution of the program under test. These parameters which passed to the 

function are a set of test cases. 

3.2.1.1 Metamorphic Relation Identification 
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When step1 of proposed method has been implemented on case study 1 the metamorphic relation identified 

according to problem domain and user specification. Do not need to remind, this steps extracted manually. 

 

Figure 3: Test Case Generation Process. 

3.2.1.2 Test Cases Generation 

When step2 has been implemented on case study1 the test cases generated according to test case selection 

strategies. Figure 3 explains test case generation for case study 1. 

 

Figure 4: sin(x) Test Case Implementation. 
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Figure 5: Test Suite sin(x) Implementation. 

3.2.1.3 Test Case Execution 

When step3 of proposed method has been implemented on case study 1, the results already shown in Figure 4, 

which obviously displayed that no errors or failures have been detected, as well as the implementation of test 

suite for sin(x) has been shown in Figure 5. 

3.2.1.4 Outputs Verification 

When step4 has been implemented on case study1 the results of testing checked according to metamorphic rules. 

3.2.2 Geometric Shapes Classification 

In the second case study, the idea of triangle classification program is it has consisted of input as three natural 

numbers X, Y, and Z as the length of the side of a triangle. Its function is to classify triangle into equilateral (all 

sides the same length), or isosceles (two the same), or scalene (none the same), or to determine that the input 

does not represent an actual triangle when the summary of two parameters is not greater than the third. Table 2 

contains these seed test cases. 

Table 2: Four Test Cases Possibilities for Second Case Study. 

Test Case Input Expected Output 

t1 X = 4, Y = 4, Z = 4 Equilateral 

t2 X = 4, Y = 4, Z = 6 Isosceles 

t3 X = 4, Y = 6, Z = 8 Scalene 

t4 X = 2, Y = 5, Z = 8 Not a triangle 

3.2.2.1 Metamorphic Relation Identification 

When step1 has been implemented on case study1 the metamorphic relation identified according to problem 
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domain and user specification. 

3.2.2.2 Test Cases Generation 

When step2 of proposed method has been implemented on case study 2, test cases have been generated 

according to test case selection strategies, and there are two types of test cases the first one is source test case 

and the second is follow up test case. Figure 3 explained test case generation. 

 

Figure 6: Triangle Shape Test Case Implementation. 

 

Figure 7: Triangle Shape Test Suite Implementation. 

3.2.2.3 Test Case Execution 

When step3 of proposed method has been implemented on case study 2, the test case inputs implemented and 

results showed. No errors or failures occurred and this is strong evident that the proposed method more effective 

to detect or reveal different types of errors for enhancing the quality of software under test. Figure 6 explains 
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triangle test case implementation. In addition, the implementation of test suite has been shown in Figure 7. 

3.2.2.4 Outputs Verification 

When step4 of proposed method has been implemented on case study 2, the outputs of software under test 

verified against metamorphic relation. The verification step checks whether expected outputs has passed the test 

by equaling to actual value, or fail to pass this test. 

3.2.3 Booking Web Service 

In this case study the idea of the program is enabling users to find potential lodgings according to their 

preferences. Firstly, the program creates booking query object which includes destination room and setting 

beginning and ending of date then setting adult’s number. Secondly the program creates follow up test case 

through setting budget and currency. Finally, the program specifies metamorphic relations assertion. 

Metamorphic testing method in this case generate test case, execute them verifies the output automatically. 

3.2.3.1 Metamorphic Relation Identification 

When step1 of proposed method has been implemented on case study 3 the metamorphic relation identified 

according to problem domain or from user specification. As mentioned before, this steps are usually extracted 

manually. 

3.2.3.2 Test Cases Generation 

When step2 of proposed method has been implemented on case study 3, test cases have been generated 

according to test case selection strategies. There are two types of test cases the first one is source test case and 

the second is follow up test case which is extracted from source test case. Refer to Figure 3 to see the general 

test case generation process. 

3.2.3.3 Test Case Execution 

When step3 of proposed method has been implemented on case study 3, the test case inputs implemented and 

appeared results, that no errors or failures appeared and this is strong evident that the proposed method more 

effective to detect or reveal different types of errors for enhancing the quality of software under test. Figure 8 

explains booking web service test case implementation. In addition, the implementation of test suite has been 

shown in Figure 9 for the same case study. 
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Figure 8: Booking Web Service Test Case Implementation. 

3.2.3.4 Outputs Verification 

When step4 of proposed method has been implemented on case study 3, the outputs of software under test 

verified and checked against metamorphic relation, so the verification step checks if expected outputs equal to 

actual value then the test is pass otherwise the test is fail. 

 

Figure 9: Booking Web Service Test Suit Implementation. 

4. Results and Discussions 

In terms of case study, empirical execution of program in JUNIT tool showed that total runs are 1, failures are 0 

and errors are 0 for one test case. On the hand, for test suits, runs are 3, failures are 0 and errors are 0. Figure 
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10(a) and figure 10(b) explain implementation of sin(x) as well as explain all aspects related to implementation 

using JUNIT. 

 

(a)                                                                (b) 

Figure 10: Test Case Execution for sin(x). 

The implementation process was seen free of errors, thus ensuring the smoothness and integrity of the code. On 

the other hand, the implementation result was devoid of failure, meaning there are no problems in the testing 

process, and this increases reliability, and thus it showed that the metamorphic method has a high efficiency to 

alleviate the problem of oracle. The absence of errors and failures in the results of the testing process means the 

effectiveness of metamorphic method in ensuring the correctness of the outputs and thus contributes (MT) to 

improving the quality of the program. 

Triangle has been taken as one of geometric shape classification. A set of test cases can be created and executed 

based on a set of pre-existing test cases, for example in the triangle classification program, there are three test 

cases: test case 1, test case 2 and test case 3. When the test case has been started as shown in Figure 11(a), the 

number of parameters passed are 9, the errors are 0, and failure are 0, while only one test case executed in 

Figure 11(b). So that the total run becomes 3 with 0 errors and 0 failures. In Figure 11(c), the chart explains that 

total runs are 3, errors are 0 and failures are 3. From the above charts, the fewer errors in the implementation, 

the more reliable and efficient the metamorphic method in software testing, and the success of all test cases 

means there is a strong logic code that can be relied upon. The absence of errors and failures in the results of the 

testing process means the efficacy of the metamorphic method in ensuring the correctness of the outputs and 

thus (MT) contributes to improving the quality of the program. Although there is a high implementation failure 

in Figure 11(c), it can be fixed by rewriting the test case. After case study3 has been implemented, a test suit can 

be created and executed based on a set of pre-existing test cases. For example, in the booking searching 

program, there are three test cases: test case1, test case 2 and test case 3. When the test case has been started as 

shown in Figure 12(b), the number of parameters passed are 3, the errors are 0, and failure are 0, while only one 

test case executed in Figure 12(a), error are 0 and failure are 0. 
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(a)                                     (b)                                                           (c) 

Figure 11: Test Case Execution for Triangle Geometric Shape. 

 

(a)                                                            (b) 

Figure 12: Test Case Execution for Booking Web Site. 

4.1 General Discussions 

Through the empirical study and the results, it became clear that the testing process became smooth, as the 

successful implementation of each case study separately. 

In the first case study, geometric shapes - one test case was executed and no error or failure was shown in the 

implementation. This is considered to be that the metamorphic method can be rely upon to overcome the oracle 

problem, as well as that the code is free of logical errors, but in return it can appear failures in execution, and 

this is normal due to the tool used, as some problems appear when creating a test case for the first time, and this 

requires rewriting the test case before implementation. In the second case study - classification of geometric 

shapes, there is also a similarity in the results of the implementation, when executing one test case a very high 

failure occurred and it was fixed by rewriting the test case and this is normal as mentioned above, while a 

number of test cases were executed and no errors or failures appeared in execution. In third case study- booking 

web service - one test case was executed, and the result of the implementation did not show any error or failure 
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mentioned, which is evidence of the strength of the metamorphic testing in improving the quality of software 

testing. On the other hand, when implementing a number of test cases also did not appear any error or failure in 

the result of the implementation. Through the discussion and analysis above, we conclude that there is similarity 

in implementation between the three case studies, and appearance of failure in implementation is a natural thing 

due to the deficiency of the tool used in generating test cases, and despite some limitations of the metamorphic 

method, it is the most appropriate in software testing because of its characteristics which can link inputs and 

outputs to multiple relationships and validate results, thus contributing to improving the quality of the program 

under test. 

5. Conclusions 

The use of metamorphic test (MT) method to overcome the problem of test case oracle, which is expected to 

contribute greatly to improving the efficiency of the testing process and the accuracy of the results. In addition, 

the experimental results showed that the MT is very effective way to test program without involving an oracle. 

6. Future Work 

This research recommends using MT approach to cover other domains in machine learning, modeling and 

simulation, deep learning and computer graph etc. 
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